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1 Introduction

Integrity constraints are declarative expressions that serve to distinguish valid database states, corresponding to possible (so-called legal) states of the real world, from invalid ones [6, 1, 8]. A valid database state is one that satisfies all integrity constraints. An important database design issue is that of “constraint satisfiability”, i.e., whether the integrity constraints can be satisfied by some database states at all. Constraint satisfiability is important, since integrity constraints are in general designed before the database is populated, i.e., before any database state exists. If the integrity constraints are inconsistent or if they are not “finitely satisfiable”, i.e., if they cannot be satisfied by some finite database states, then they must be considered as incorrectly designed. Note that constraint satisfiability is not the same as constraint satisfaction.

SIC is an interactive prototype to assist in the design of finitely Satisfiable Integrity Constraints. SIC combines two systems, a reasoning component and an interactive visual interface. The reasoning component is a model generator called Finfimo [3] which extends the model generator Satchmo [11, 4] originally developed for this application [2].

2 Model Generation with Satchmo

Consider a company database with two relations employee(emp_name) and assigned(emp_name,proj_name) and two integrity constraints stipulating that (1) every employee be assigned to at least one project, and (2) there must be at least one employee:

\[
\forall E (\text{employee}(E) \rightarrow \exists P \text{ assigned}(E, P))
\]

\[
\exists E \text{ employee}(E)
\]

Satchmo operates on the Skolemized form

\[
\forall E (\text{employee}(E) \rightarrow \text{assigned}(E, p(E)))
\]

\[
\text{employee}(e_0)
\]

of these constraints (with a Skolem function \(p\) and Skolem constant \(e_0\) for the existentially quantified variables) and generates the model (i.e., the legal database state) \{employee(e_0), assigned(e_0, p(e_0))\}, thus proving that the integrity constraints above are in fact satisfiable.

3 Finite Model Generation

Now consider the additional relation project(proj_name) and the constraint that to every project at least one employee must be assigned. Furthermore we have the referential integrity constraints that every employee and project mentioned in the assigned relation must be listed in the employee or project relation, respectively:

\[
\forall P (\text{project}(P) \rightarrow \exists E \text{ assigned}(E, P))
\]

\[
\forall E \forall P (\text{assigned}(E, P) \rightarrow \text{employee}(E))
\]

\[
\forall E \forall P (\text{project}(E) \rightarrow \text{project}(P))
\]

The Skolemized form of these constraints is

\[
\forall P (\text{project}(P) \rightarrow \text{assigned}(e(P), P))
\]

\[
\forall E \forall P (\text{assigned}(E, P) \rightarrow \text{employee}(E))
\]

\[
\forall E \forall P (\text{project}(E) \rightarrow \text{project}(P))
\]

Applied to the five Skolemized constraints, Satchmo does not terminate and generates an infinite model:

\[
\{\text{employee}(e_0), \text{assigned}(e_0, p(e_0)), \text{project}(p(e_0)), \text{assigned}(e(p(e_0)), p(e_0)), \text{employee}(e(p(e_0))), \text{assigned}(e(p(e_0)), p(e(p(e_0)))), \text{project}(p(e(p(e_0))))\}
\]

This problem typically arises with cyclic referential integrity constraints. A first improvement of Finfimo over Satchmo is that it does not require integrity constraints to be expressed in the rather unnatural Skolemized form and that it can construct finite models in such cases.

Another important class of integrity constraints is the class of functional dependencies. For example, no more than one salary should be assigned to an employee:

\[
\forall E \forall S \forall S' (\text{salary}(E, S) \land \text{salary}(E, S')) \rightarrow S = S'
\]
Here a model generator should not generate its own interpretation of the equality predicate, but must adhere to a predefined interpretation, FINFMO, unlike SATCHMO, is capable of this.

4 The Reasoning Component: FINFMO

SIC's reasoning component consists of the model generator FINFMO. Applied to a set of integrity constraints, FINFMO systematically tries to build models of this set. If no models can be found, i.e., if the set of integrity constraints is inconsistent, FINFMO reports failure in finite time. If the set of integrity constraints admits some finite models, FINFMO can generate each minimal finite model in finite time. (A model is minimal if no database entries can be removed without violating an integrity constraint.) If, however, all possible models of the integrity constraints are infinite, FINFMO will undertake the construction of one such model—and, of course, never terminate. Displaying the tentative models under construction appears to give sufficient hints for database designers to recognize ill-designed integrity constraints whose models are all infinite.

Thus, FINFMO gives rise to detect both the (undesirable) inconsistent sets of integrity constraints as well as the (desirable) finitely satisfiable sets of integrity constraints, i.e., FINFMO is sound and complete for both finite minimal models and refutation [3]. FINFMO of course does not detect the (undesirable) sets of integrity constraints that admit only infinite models: this property is not semi-decidable.

FINFMO is implemented in Prolog.

5 The Visualisation Component: SNARKS

The interactive visualisation component SNARKS [9] allows both to visualize and to control the expansion of the tentative models constructed by model generators. SNARKS is generic in the sense that it can be used for the development and debugging of model generators, for designing declarative specifications, for comparing inference engines, or for illustrating the model generation process. SIC makes use of this last facility.

FINFMO-like model generators operate on declarative specifications in a forward reasoning manner and process disjunctions by introducing ramifications into the derivations. The resulting derivations have the form of trees whose nodes are sets of formulae, SNARKS offers a wide range of operations for the interactive construction, modification, display, rearrangement, and presentation of such a tree. There are means to analyse the dependencies between derived formulae by highlighting automatically formulae that contribute to the derivation of a selected one, and, conversely, formulae that were derived using the selected one. One of the uses of this feature is to identify the reasons for contradictions in cases where expected models cannot be derived. Another debugging feature allows the interactive modification of tentative models at any point during the model generation process. Thus it is possible to anticipate the effects of corrections of the integrity constraints without reperforming the model generation process from scratch. This helps to fix former design decisions with undesirable consequences.

SNARKS consists of a Java front end for the graphics and a Prolog back end for the reasoning tasks. SIC can be called from any WWW browser supporting Java.

6 Perspectives

The reasoning component could be improved by enhancing the model generator FINFMO into a generator of minimal models only [4]. Even though the class of integrity constraints that FINFMO can cope with has the expressive power of first-order predicate logic without function symbols (except for constants), it is necessary to adapt the prototype SIC to a more convenient specification language, e.g., to an object-oriented language such as F-logic [10], Chimera [5] or DEL [7].
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